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1 The Hardware and Software required for this tutorial.

1. PC : Dell Intel(R) Core(TM) i3 CPU 530 @ 2.93GHz width 64 bit & 4GB RAM

2. 0S : Linux 2.6.35-30-generic #54-Ubuntu 10.10 SMP x86_64 GNUI/Linux

3. Matlab : 2008a

4. Xilinx : version 11.5

5. Casper : gits_100511

6. minicom : version 2.4 ( compiled on Jun 32010)

7. ROACH unit: version 1.0 Rev 32009, uboot : uboot-2010-07-15-r3231-dram , Linux Kernel Image :

ulmage-jiffy-20091110
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2 The final view of the design
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3 Introduction

In this tutorial, you will create a simple Simulink design using both standard Xilinx system generator
blockset, as well as library blocks specific to ROACH. At the end of this tutorial, you will have a
BORPH executable file (a BOF file) and you will know how to interact with your running hardware
design using BORPH.

4 Setup

The lab at the workshop is preconfigured with the CASPER libraries, Matlab and Xilinx tools. Please
refer the file “LOCATIONSandFILES.pdf” in the homelDesktop area or LOCATIONSandFILES
slides displayed , for the locations/directories and files information required in the tutorial. Note :
The Date and Time portion of the BOF file name will be different ! It depends upon when (Date &
Time) you complile your model file !

Note : All the following cable connections and entries in the /etc/* files of the workshop PCs are already done.
1. Connect the Serial port cable between the ROACH board's P2 connector and serial port of the PC (on which
minicom program exists).
2. Connect the Ethernet cable to J25 port of the ROACH board from the PCs ethl port. /etc/ethers file should
have mac address and corresponding ip address. In the /etc/network/interfaces file , ethl should be configured.
And in the file /etc/hosts , ip address and corresponding roach board (host) name entry to be done.
3. Create your own directory at “ ” , to save and compile your model
file.
4, Start the matlab :

$cd
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5 Creating Your Design

5.1 Create a New Model:

Start Matlab and open Simulink (either by typing simulink on the Matlab command line, or by click in
the Simulink icon in the taskbar).

File Edit View Help

Model  Chrl+hl
Create a new model: Open... b0 Library |

Close

Preferences...

= gl Simulink =
. 3| Commorly Used Blacks

y Continuous

y Discontinuities

.. 7] Discrete

.. 2+ Logic and Bit Operations %QC\ Discontinuities

Cantinuous

2+ Lockup Tables
2+ Math Operations
- 3 Made! verification
<. 23 Model-wids Utilties .1
. 2] Ports & Subsystems 1l
.. | signal Attributes

Discrete

>
=| Logic and Bit
==| Operations —

.2 Signal Routing Lookup Tables
- 2 Sinks
] Sources Math Operations
2+ User-Defined Funictions
[ 2 Additional Math & Discrete ® Model Verfication
- W] BEE_P'S System Blockset @
E]| BB CASPER DSP Blacksel | _>|;| Misc | Modehwide Uiies
I+
Create a new Simulink model 4

5.2 Add Xilinx System Generator and XSG core config blocks:

Add a System generator block from the Xilinx library by locating the Xilinx Blockset library's Basic
Elements subsection and dragging a System Generator token onto your new file. Do not configure it
directly, but rather add an XSG core config from the BEE XPS System Blockset library to do this for

you:
|
5] Simulink Library Browser i) £ (L sk rory owser =51
Pl Edb View Help
File Edit ‘iew Help .
'DE
- 1
O = 4= ¢ || .| %SG core config: The X5 Cars Config block is sed to configure the System Generator design
fo the bes_ups toollow. Setlings here are used to corfigure the
System Generator: System Generator 1| i System Generator block parameters automaticall, and control tallon

suit._ewecution. It needs to be at the top level of ol designs being compied
with the bee_sps toolflow
!

- 28] Discrete JES | |
2+ Logic and Bit Cperations . "
P probe
— A - 2] Lookup Tables
-
- W] Simulink Response Optimization _I - . 3 Wath Operations
BB simulink Yerification and Yalidation - 1] Madel Yerfication ade
..... B stateflow <. 28] Model-Wide Utiities
& Addressable Shift !
- El System Identification Toolbox -, Register 2] Ports & Subsystems quad
L 2] Signal Attributes
- N Target For Freescale MPCSxx %] signal Routing Shared BRAM
- are
[+ il Testhench Blockset Azzert 2] sinks
- Tl Wirtual Reality Toolbox 2] Sources Shared FIFD
" » ; . 28] User-Defined Functions
o B EXB::ECEZ;E”G . = BitBasher B ﬁ Additions| Math & Discrets
""" W BEE_KPS System Blockset software register
----- | Communication Black Box s W CASPER DSP Blackset
4 Control Logic 7 [ GAVRT Blockset stam
_____ #+] Data Types - B GtkiwaveCapture
_____ =] pse Clock Enable Probe B RF Hodeet ten_GbE
v Tl Real-Tine: Workshop
] Index #| - ¥ Signal Processing Blockset ten_Gbe_v2
..... | mMath Concat | - B Simulink Extras o
..... | Memory B Stateflow X
v
*| - W Testbench Blockset
y Shared Memory Constant v I virtual Reality Tookox
..... ] Tools o Tl inx Blockset Rl
- W wilinx Reference Blocksst - cast|  Comvert i1 1l iinx Reference Blockset
< | » LI ¥ W v XtremeDSP kit — -
Ready 4 Ready [Drag this icon into a model ta nsert the %58 care config black] v
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All hardware-related blocks are yellow and can be found in the BEE_XPS library. This library
contains all the board-specific components colloquially called Yellow Blocks.

DSP related blocks are found in the CASPER DSP library and have other colours. Tutorial 3 will
introduce you to these blocks.

Double click on the XSG core config block that you just added. Set it for ROACH: SX95t with
sys_clk as the clock source. sys clk is an onboard 100MHz crystal.
Leave everything else defaults and click OK.

Clocking options include:

*sys_clk: This is an onboard 100MHz crystal which is connected to the FPGA.

*sys_clk2x: This is the same sys_clk souce (100MHz onboard crystal), PLL'd up to 200MHz using a
Digital Clock Manager (DCM) in the FPGA.

earb_clk: Arbitrary clock using 100MHz onboard crystal with DCM on FPGA to produce any
frequency (rounded to nearest available integer n/m in accordance with DCM abilities).

caux_clk (usr_clk on older platforms): SMA input to board. PLL'd versions of these clocks are also
available.

eadcX_clk: For use in conjuction with ADC boards, clock the FPGA off the ADC. For iADC and
KATADC, this is 1/4 of sampling rate (ADCs demux internally). You need to use one of these clocks
if you are using an ADC.

| E Block Parameters: XSG core config x|

— szg core config [mask] [link)

The#5G Core Config block iz uzed o configure the Systemn Generator design
for the bee_xpz toolflove. Settings here are uzed o configure the

Filing Systemn Generator block parameters automatically, and control toalflow
zonpt execution. |t needs to be at the top level of all designs being compiled
with the bee_xps taalflow.

— Parameter

Hardware Platform |[glak

zer IP Clock Su:uurcels_l,ls_u:lk ;I

ger IP Clock Rate [MHz]

|

Sample Penod

f1

Synthesiz Took [=5T ;I
Ok Cancel Help | Apply |

This will go off and configure the System Generator block which you previously added.
You need to add these two blocks for all CASPER designs.

5.3 Flashing LED

To demonstrate the basic use of hardware interfaces, we will make an LED flash. With the FPGA
running at 100MHz, the most significant bit (msb) of a 27 bit counter will toggle every 0.745 seconds.
We can output this bit to an LED on ROACH. ROACH has four green LEDs. We will now connect a
counter to the first one.
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5.3.1 Add a counter

Add a counter to your design by navigating to Xilinx Blockset -> Basic Elements -> Counter and
dragging it onto your model.

[=1simulink Library Browser iy =] |
File Edit Wiew Help
0O = 4= ¢ |

Counter: Hardware notes: Free running counters are the least expensive in hardwars. & court limited counter is implemented by combining &
counter with a comparator.

- WP GAWRT Blackset I | - =
- W GtkwaveCapture 5‘ Systern Generator

[+ W9h| RF Blockset =

- W9 Real-Time Workshop e 8| Addressable Shift Register

- W] Signal Processing Blockset

[+ W] Sirnulink Extras Augsert

W Stateflow
- W] Testbench Blockset - BitB asher

- W] virtual Reality Toolbox

=1~ 1| ®ilinx Blockset

- | Basic Elements
- 2 Cormrmunication

..... 2 Control Logic

----- 2] Data Types -

o
#

Black Box

Clock Enable Probe

-2 DsP

-2 Index

- Math

..... 22 Memory

..... 2 shared Memory
- 2| Tools

= W] ®ilinx Reference Blockset
2] Communication =
,.

Concat

Constant

Corrvert

-2 Contral Logic
..... # DsP

- Imaging

- #] Math 1 Down Sample
- W] Riline XiremeDSP Kit

Drag this icon inko a model ko insert the Counter block

Dielay

L]
L

Ready

Double-click it and set it for free running, 27 bits, unsigned.

53 counte:  Counter) -0 x<|

Hardware notes: Free running counters are the least expensive in
hardware. & count limited counter is implemented by combining a
counter with a comparator.

ed (;

Basic | Advanced I Implementationl

Counker bype:
* Fres Running ¢ Caunt Limited

Count ko valus |1nf

Count direction:
@ Up  Down ¢ Up/Down

Initial valus [o

Step [

— Output Precision

Cukpuk type:
¢ signed (2's comp) & Unsigned

Murmber of bits | 27

Binary point [0

- Ciptional Port

™ Provide load port
™ Provide synchronous reset pork

™ Provide enable port

— Explicit Sample Period

Sample period source:
& Explict € Inferred from inputs

Explicit period [1

ox | cancel | Help Apply
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5.3.2 Add a slice block to select out the msb

We now need to select the most significant bit of the counter. We do this using a slice block, which
Xilinx provides. Xilinx Blockset -> Basic Elements -> Slice.

E!Simulink Library Browser
File Edit Yiew Help

=11 x|

0 4

counter with a comparatar.

Counter: Hardware notes: Free running counters are the least expensive in hardware, & count limited counter is implemented by combining &

- Wl GAVRT Blockset =
i @l GtkwaveCapture
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+-- T Real-Time Workshop
- W Signal Processing Blockset
- | Simulink Extras
B stateflow
- T Testbench Blockset
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| Basic Elements
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. 2] Contral Logic
2| Data Types
| psp
B8] Tndex
o 2] Math
oo B Memory
| shared Memary
v 2] Tools
- W wilir: Reference Elockset
- 2] Communication
| Control Logic
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.. 2t] Imaging
o 2] Math
- W ziliri tremsDSP Kit |—

Ready

Logical

bl

Parallel to Serial

e

"

Reaister
reinterpret  Fieinterpret

= Fielational

Fieset Generator

Serial to Parallel

"

Slice

Time Division Demultiplexer

Time Division Multiplexer

12 Up Sample

N

Double-click on the newly added slice block. There are multiple ways to select which bit(s) you want.
In this case, | find it simplest to index from the upper end and select the first bit. If you wanted the
Isb, you could also index from the Ish,. You can either select the width and offset, or two bit locations.

Set it for 1 bit wide with offset from top bit at zero.

) slice (Xilinx Bit Slice Extractor)

=0l x|

slice is one bit wide.

Hatdware notes: In hardware this block costs nothing.

Extracts a given range of bits From each input sample and presents it at the autput, The
oukput type is ordinarily unsigned with binary point at zero, but can be Boolean when the

Basic | Advanced I

‘Width of slice (nurber af bits) I 1

[ Boolzan output

Specify range as;
= Two bit locations

f* Upper bit location + width

" Lower bit lacation + width

Offset of top bit |0

Relative to:

{~ LSB of input Binary

paint af inpuk

{+ M5B of input

Offset of bottom bit [0

Felative bo:

% 5B of input € Binary

point of input

= M5B of input

o |

Cancel Help

Apply

Page 6 of 24



5.3.3 Add a GPIO block

(BEE_XPS lib

rary -> gpio).

=]
File Edit view Help
D oS 5 a4 |
gpio: GPIO interfaces for BEEZ, iBOB, ROACH and CORR boards.
. 2] Discrete =] u
m Logic and Eit Cperations adc
<. 2] Lockup Tables
... 2] Math Operations 3de088000
] Model Yerification
. | Madel-wide Utilities ade_3ghz
. 3] Ports & Subsystems
| signal Attributes Fear -
. 2] signal Routing _ o
| sSinks
2] sources com_dac
.. 2] User-Defined Functions
[ 2] Additional Math & Discrete corr_mife
.. || BEE_¥PS System Blockset fond
- W CASPER DSP Blackset E cor_tt
- W GAYRT Blockset
- W GtkiwaveCapture dac
- Wl RF Blockset
- W Real-Time workshop dram
- W Signal Processing Blackset
- Nl Simulink Extras
W staeflow ! Framehbuffer
- W Testbench Blockset
fs3- W@ Virtual Realty Taclbox _
1 T wilin: Blockset Drag this icon into a model to insert the gpio block,
- Wl Wilinx Reference Blocksst L?,"‘?Ig ibob_lwip
- Wl ilinx ¥tremeDSP Kit = — -
Ready - -

Set it to use ROACH's LED bank as output, GPIO bit index O (the first LED).

E! Function Block Parameters: gpio

X|

r gpio [mask] [p

GPIO interfaces for BEEZ, iBOB, ROACH and CORR boards.

terized link)

140 directionlout

Data TypelBooIean

D ata bitwidth

1

[Data binary point
o

GPIO bit index
o

Sample period

1

I Use DDR

¥ Pack register in the pad
Fiegister clock phaseIU

Termination methodINone

=l
=l

oK I Cancel

Help | Apply |
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5.3.4 Add a terminator

To prevent warnings about unconnected outputs, terminate all unused outputs using a Terminator:

E!Simulink Library Browser =101 ]

File Edit “iew Help

D5 4

Terminator: Used to "teminate’ output signals. [Prevents wamings about uncannected output ports.]

=1 gl Simulink
#+| Commonly Used Blocks
#+ Continuous
#+| Discontinuities
#| Discrete
#+ Logic and Bit Operations
. 2+ Lookup Tables
... 24| Math Operations
... 2¥] Model Verification
. 2¥] Model-Wide Utilities .
. 2] Ports & Subsystems Stop Simudation
.. 2] Signal Attributes
... 2] Signal Routing

.. 2] Sinks
- 2] Sources ToFile [Drag this ican inko & modsl to insert the Terminator block]

... 23] User-Defined Functions
- 2] Additional Math 2 Discrete TaWarkspace
... I BEE_¥PS System Blockset
- I CASPER DSP Blockset %Y Graph
- B GAVRT Blockset
- B Gtkwavecapture
(- | RF Blockset
E
E
E

|+

T @B |

Display

Floating 5 cope

Outt

Seape

- | Real-Time Warkshop

o E| Signal Processing Blockset
¢ | Simulink Extras

... Il Stateflow

(- | Testbench Blockset

o B Wikl Daslifu Taalhe LI
Readw %

Note that all blocks from the "Simulink" library (usually white), will not be compiled into hardware.
They are present for simulation only and expect continuous signals, not discreet.

Only Xilinx blocks (they are blue with Xilinx logo) will be compiled to hardware.

For this reason, you need to use gateway blocks whenever connecting a Simulink-provided block
(like a scope or constant) for simulations. Some of the CASPER blocks (like the GPIO block) do this
for you with "sim_in" and "sim_out". We will see later how to use a 'scope to monitor these lines.

5.3.5 Connect your design

It is a good idea to rename your blocks to something more sensible, like counter_led instead of just
counter. Do this simply by double-clicking on the name of the block and editing the text
appropriately.

ot —]- [a:b] —m{ gpio_out sim_out —fe—]

Terminator

Slice gpia

counter_led

It is a good time to save this new design. There are some Matlab limitations you should be aware-of:

Do not use spaces in your filenames, or anywhere in the file path as it will break the toolflow.
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Total path length cannot be more than 64 characters. By “path”, | am refering to not only the file
path, but also the path to any block within your design. For example, if you save this file to
c:\projects\myfile.mdl, the longest Matlab-indexed path would be c:\projects\myfile.mdl\counter_led.
While this is quite short, but there can be additional blocks hidden underneath some of your top level
blocks. This is the case with GPIO, for example. This will become clearer later when we
demonstrate the use of SubSystems. For now, try to keep your names short.

Please save your design in your home directory.under /projects/<YOUR_INITIALS>_tutl.mdl.

5.3.6 Software control

To demonstrate the use of software registers and control of the FPGA through the PPC, we will add
a controllable counter to the above design. The counter can be started and stopped from software
and also reset. We will be able to monitor the counter's current value too.

By the end of this section, you will create a system that looks like this:

[a:b]] =
out—ereg_out zim_out —fe |:|
1 —{=im_in reg_in [a:b]] en
counter_walue Scope
Constant counter_ctl caunter

5.3.7 Add the software registers

We need two software registers. One to control the counter, and a second one to read its current
value. From the BEE_XPS System Blockset library, drag two Software Registers onto your design.

[Z1Simulink Library Browser B =] A |
Filz Edit Wiew Hslp
0= = ¢
software register: =ps_lbram/software register
2 Discrere | -]

.. 2] Logic and Bit Operations
. 2 Lookup Tables

2| Math Operations
... 2] Modsl Yerification
. 2] Model-wide Utilities

| Ports & Subsystems
- 2] Signal Attributes
. 2| Signal Routing

B sinks
23] Sources
<. 2| User-Defined Functions
[ 3 Additional Math & Discrete
.. \g| BEE_XPS System Blockset
[+ W] CASPER. DSP Blockset
&1 W GAYRT Blocksst
- | GhwaveCapture
- | RF Blockset
[E:
=
e

probe

qdr

quadc

winmi | Shared BRAM

' a
(I N
g

Shared FIFO

sram |Drag this icon inta a model ko insert the software reqgister block|

ten_GbE
i | Real-Time Workshop
.- W] Signal Processing Blockset
.- W] Simulink Extras

B stateflow
- W] Testbench Blockset
- T wirtual Reality Toolbox
- W@ wilin Blockset
=
[

ten_Gbe_w2

vl

Al

4
mmmmu!

- W] wilinx Reference Blockset

Z
@
@
o
m

- T Hilinx XtremeDSP Kit XSG care canfig

o

[«]

Ready 4

Set the I/O direction to From Processor on the first one to enable dataflow from PowerPC to the
FPGA fabric. Set it to To Processor on the second one.
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m Function Block Parameters: counter_ckrl x|

— Subsvztern [mask] [link]

— Parameter

[0 direction |[FEEE

Data TypelLlnsigned j

[rata bitwidth
J32

Data binary point
[

Sample period

f1

] Cancel Help Apply

Note the field Data bitwidth is greyed out with a value 32. This is because all software registers have
a fixed data bitwidth of 32 bits.

Rename the registers to something sensible, as these names are mapped to filenames in the PPC
for controlling the design. Avoid using spaces, slashes and other funny characters in these names
(spaces automatically get remapped to underscores anyway, but should be avoided for clarity). |
suggest counter_ctrl and counter_value, to represent the control and output registers respectively.

Also note that the software registers have sim_in and sim_out ports. The input port provides a
means of simulating this register's value (as would be set by the PPC) using the sim_in line. The
output port provides a means to simulate this register's current FPGA-assigned value.

For now, set the sim_in port to constant one using a Simulink-type constant. This will enable the
counter during simulations.
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S

File Edit WYiew Hslp

O =

Constant: Output the constant specified by the "Constant value’ parameter. If Constant value' is a vector and Interpret vector parameters as 1-
D'is on, reat the constant value as a 1-0 anay. Otherwise, output a matrix with the same dimensions as the constant value.

. 23] Discrete |
- 23] Logic and Bit Cperations
- 23] Lookup Tables

Band-Limited 'white Moise

- 2] Math Operations Chirp Signal
- 23] Madel verffication
- 2] Madel-wide Utilities Clock

- 2| Ports 8 Subsystems

] signial Attributes

] signal Reuting

] sinks

| Sources

3] User-Defined Functions
- 2 Additional Math & Discrete
... | BEE_PS System Blocksst

[;\Drag this icon inko 3 model to insert the Conskank b\ock\

Counter Limited

- ¥ CASPER DSP Blockset Digital Clock
- T GAYRT Blockset P
- B GkwaveCapture Frarm File
(- W RF Blockset
(- Wl Real-Time Workshop From Workspace
[+ W Signal Processing Blackset
- W Simulink Extras

B stateflow Greund

B Testhench Blackset

In1

|

o W virtual Reality Toolbox

v W wilinx Blockset

- 1B wilinx Reference Blockset

- W] wilinx XtremeDSP Kit -

Pulse Generator

e e -

Ready

During simulation, we can monitor the counter's value using a scope:

nulink Library Browser alglil

File Edit View Help

D 4

Scope: simulink/Sinks/S oope

= W Simulink =
- 2| Commanly Used Blocks
| Continuous
2 Discontinuities
| Discrete
3 Logic and Bit Operations
- 23] Lookup Tables
- 23] Math Operations
- 2| Madel Verification
- 2] Madel-wide Utilities
- 2| Ports & Subsystems
- 2| signal Attributes

Display

Flaating Scope

Qutl

5,|Drag this icon inko a model to insert the Scope block\

®mom|

2 signal Routing Termirator
] sinks
F+| Sources TaFile

3] User-Defined Functions
- 23 Additional Math & Discrete
- T BEE_¥PS System Blockset
- T CASPER DSP Blocksst

- i GAWRT Blocksst

- g GtkivaveCapture

- i RF Blocksst
)
H
=)

Toworkspace

XY Graph

B Real-Time Workshop
B Signal Processing Blockset
B Simulink Extras

... T Stateflow

- W Testbench Blockset
o R i ) Db o =l
Ready ¥

T A e e o
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5.3.8 Add the counter

You can do this either by copying your existing counter block (copy-paste, or ctrl-click-drag-drop) or
by placing a new one from the library.

Configure it with a reset and enable port as follows:

@counter (Xilinx Counter) - | Dlﬂ

Hardware notes: Free running counters are the least expensive in
hardware. & count limited counter is implemented by combining a
counter with a comparator,

Basic I Advanced | Implementation

Counter bype:
% Free Running Count Limited

Court ko value I Inf

Count direction:
@ Up " Down  Up/Down

Initial value I 1]

Step 1

—Qutput Precision

Output bvpe:
" Signed (2's comp) % Unsigned

Mumber of bits |32

Einaty point |D

—Optional Port:

[~ Provide load pork
¥ Provide synchronous reset port

¥ Provide enable pork

—Explicit Sample Period

Sample period source:
% Explicit "~ Inferred From inputs

Explicit period I 1

Ok I Cancel | Help Apply

5.3.9 Add the slice blocks

Now we need some way to control the enable and reset ports of the counter. We could do this using
two separate software registers, but this is wasteful since each register is 32 bits anyway.

So we'll use a single register and slice out one bit for enabling the counter, and another bit for
resetting it. Either copy your existing slice block (copy-paste it or hold ctrl while dragging/dropping it)
or add two more from the library.

The enable and reset ports of the counter require boolean values (which Simulink interprets
differently from ordinary 1-bit unsigned numbers). Configure the slices as follows:
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Slice for enable:

@slice_en {Xilinx Bit Slice Extractor) i [m] B

Extracts a given range of bits From each input sample and presents it at the output, The
oukput byvpe is ordinarily unsigned with binary point at zero, but can be Boolean when the
slice is one bit wide,

Hardware notes: In hardware this block costs nothing.

EBiasic | .ﬂ.dvancedl

Width of slice (number of bits) I 1

W Boolean output

apecify range as:
£ Twa bit locations € Upper bit location 4+ width £+ Lower ik location + width

Offset of top bit |0

Relative to;
(" LSEof input € Binary point of input € MSE of input

Offset of battom bit |0

Relative ko:
{* LSE of input ¢ Binary point of input " MSE of input

Ok, I Cancel Help Apply

4
Slice for reset:

@slice_rst (Xilinx Bit Slice Extractor) - |EI|£
Extracts a given range of bits From each input sample and presents it ak the output, The
output kype is ordinarily unsigned with binary point at zera, but can be Boolean when the
slice is one bit wide.

Hardware notes: In hardware this block costs nothing.
Basic I Advanced I

Width of slice (nurmber. af bits) I 1
|v Boolean oukput
Specify range as:

" Twobit locations & Upper bit location + width € Lower bit location + width
Offset of top bit |0
Relative bo;

" L5B ofinput € Binary poink of input & M5E of inpuk
Offset of bottom bit | 1
Relative to:

{+ |SBaof input ¢ Binary poink of input € MSE of input

Ok, I Cancel Help Apply
=
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5.3.10 Connect it all up

Now we need to connect all these blocks together. To neaten things up, consider resizing the slice
blocks and hiding their names. Their function is clear enough from their icon without needing to see
their names.

Do so by right-clicking and selecting Format — Hide Name. You could do this with the counter too,
but it's not a good idea with the software registers, because otherwise you wouldn't know how to
address them when looking at your diagram.

11— sim_in req_in
Constant counter_ctrl
5.4 Adder

reg_aut

Cpen Block
Cpen Block In e \Window
Explore

Sim_out —pe |:I

_uk

Copy
Delete

Mask Parammekers, ..
S-Function Parameters. ..
Block Propertigs. ..

Model Advisor, ..

Wigw Mask. ..
Look Under Mask
Link. Options 3

Signal & Scope Managet. ..

Pork Signal Properties b

value Scope

Foreground Color k
Background Colar k
Help

Sysben Generator r

Fant...
Flip Mame

Hide Mame
Flip Block:
Rokate Block
Showy Drop Shadow

Sz Pork Latels k

Crl+I
Chrl4-R

To demonstrate some simple mathematical operations, we will create an adder. It will add two
numbers on demand and output the result to another software register. Almost all astronomy DSP is
done using fixed-point (integer) notation, and this adder will be no different.

We will calculate a+b=sum _a b.
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3 + b —{reg_out sim_out e I:l

[

sum_a_khb Scope

AddSub

10 —Pm{sim_in reg_in
a_szim

20 —P{sim_in rag_in
b_=zim

5.4.1 Add the software registers

Add two more input software registers. These will allow us to specify the two numbers to add. Add
another output register for the sum output.

Either copy your existing software register blocks (copy-paste or holding ctrl while dragging/dropping
it) or add three more from the library. Set the I/O direction to From Processor on the first two and set
it to To Processor on the third one.

5.4.2 Add the adder block

Locate the adder/subtractor block, Xilinx Blockset -> Math -> AddSub and drag one onto your
design. This block can optionally perform addition or subtraction. Let's leave it set at it's default, for
addition.

2 Addsub (xilin: Adder/Subtracto - Ol =|

Basic I Output Type I Advanced | Irnplementation |

Qperakion:
f+ Addition ¢ Subtraction § Addition or subtraction

Optional Parts

[~ Provide Carry-in pork
[ Provide carry-ouk pork

[~ Provide enable port

Lakency | u]

0K I Cancel Help Apply
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The output register is 32 hits. If we add two 32 bit numbers, we will have 33 bits.
There are a number of ways of fixing this:

*) limit the input bitwidth(s) with slice blocks

*) limit the output bitwidth with slice blocks

*) create a 32 bit adder.

Since you have already seen slice blocks demonstrated, let's try to set the AddSub block to
be a 32 bit saturating adder. On the second tab, set it for user-defined precision, unsigned 32 bits.

Also, under overflow, set it to saturate. Now if we add two very large numbers, it will simply return
2232 -1.

€2) Addsub (xilink Adder/Subtracto -0l x|

Basic Qutput Type | Advanced | Implementation |

Precision:
" Full {* User defined

—LUser Defined Precisian

Cukput bype:
{~ signed (2's comp) & Unsigned

Murnber of bits |32

Einary poink |III
Quankization:
{* Truncate ¢ Round {unbiased: +/- Inf)

Orverflow:
{~ Wrap % Saturake  Flag as error

(0] Cancel Help Apply

5.4.3 Add the scope and simulation inputs

Either copy your existing scope and simulation constants (copy-paste or ctrl-drag) or place a new
one from the library as before. Set the values of the simulation inputs to anything you like.

5.4.4 Connect it all together

Like this:
10— =im_in reg_in —‘
a_sim a 2 |:|
2+ b —f{reg_out sim_out e
b
sum_a_b Seoped
20— =im_in reg_in AddSub
b_=im b
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6 Simulating

The design can be simulated with clock-for-clock accuracy directly from within Simulink. Set the
number of clock cycles that you'd like to simulate and press the play button in the top toolbar.

File Edit “iew Simulation Format Tools Help

DSE&S| 2R |(E 4= 2|[p = oo [Nomal AEeREn REBES

You can watch the simulation progress in the status bar in the bottom right. It will complete in the
blink of an eye for this small design with just 10 clock cycles.

You can double-click on the scopes to see what the signals look like on those lines. For example, the
one connected to the counter should look like this:

s JRL=TEY
SEoLL ARBRB ELE T -

The one connected to your adder should return a constant, equal to the sum of the two numbers you
entered. You might have to press the Autoscale button to scale the scope appropriately.

SE|ORAN ABE BAF -

Once you have verified that that design functions as you'd like, you're ready to compile for the
FPGA.
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7 Compiling

Essentially, you have constructed three completely separate little instruments. You have a flashing
LED, a counter which you can start/stop/reset from software and also an adder. These components
are all clocked off the same 100MHz system clock crystal, but they will operate independently.

In order to compile this to an FPGA bitstream, type bee_xps on the Matlab command line. Leave all
options on defaults. Ensure that the listed design is the one you want to compile (System Generator
Design Name). If it is not, click anywhere on your design such that it is the highlighted window, then
click gcs. To start the process, simply click RUN XPS.After compilation , it creates a directory
named after the model file name without the .mdl extension. There is a sub directory named
bit_files. In this bit_files directory there are .bit and .bof file. We need the .bof file to program
the FPGA. You need to save this .bof file at location

-JBEEXPS L1 {0l ]
" H i=c
ot | System Generator Design Name: open |
g | tut1

] gcs
XSG Version: 101
" diz
:r ISE Design Flow Choice: IEDK on d
|complete Build =]
I+ Updste Design Vlew R'EPDrt |
= e

¥ Design Rules Check

v Xilinz System Generatar
> ¥ Copy base package

¥ IP Creation

W P Syrithesis

W v IP Elaboration d,
| Software generation

¥ EDKASEBitgen Ru n X PS

[~ JTAG Dowenload

fc

[x) o

>> bee_xps
e

Compile time is approximately 4 minutes on the above mentioned computer. When complete, you
should receive a popup box like this:

PR 1o

BEE ®P5 run successfully completed in 00:1 3:02

Ik
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6 Programming the FPGA using BORPH

1. Copy the bof file to be programed which is compiled by you in the directory
“ ” after changing the permissions of the file.
eg. for the bof file

in the area

$ chmod a+x
$cp

Note : All these cable connections and entries in the /etc/* files of the workshop PCs done.
2. Connect the Serial port cable between the ROACH board's P2 connector and serial port of the
PC (on which minicom program exists).

3. Connect the Ethernet cable to J25 port of the ROACH board from the PCs ethl port. /etc/ethers
file should have mac address and corresponding ip address. In the /etc/network/interfaces file ,
ethl should be configured. And in the file /etc/hosts , ip address and corresponding roach
board(host) name entry to be done.
4. Start the minicom program after login as root.

eg. $ minicom

Initializing Modem

Welcome to minicom 2.2

OPTIONS: 118n

Compiled on Mar 9 2007, 07:21:40.

Port /dev/ttySO

Press CTRL-A Z for help on special keys.

NOTE : Press CTRL + A and then Z ; to get Minicom command summary.
Then press W for Line Wrap ON/OFF. This enables us to see the messages from the
ROACH board during BOOT-UP.

5. Switch ON the ROACH board.. Refer the file * ” for

complete boot procedure of the ROACH BOARDS. For this purpose it is not required to refer.

6. roach030172 login: root # login as root w/o any password.

7. root@roach030172:/# cd Iboffiles/

8. root@roach030172:/boffiles# Is ~ #The ouput display on your PC may be different.
imh_tutla 2011 Jul 18 1439.bof
tutl intro_ise 2011 Jul 13 1555.bof
tut2_10gbe_2011_ Jul_05_1639.bof
tut3_r_spec_2048_r105_2011_Jul_06_1251.bof
tutd_poco_wide 10 r314 2011 Jul 06 1525.bof
tuts_gpu_spec 2011 Jul 06 _1707.bof

root@roach030172:/boffiles#

9. root@roach030172:/boffiles#
[1] 230
root@roach030172:/boffiles#

Our FPGA is now programmed and we have our prompt back!
Look at the output ie LED on the ROACH board is blinking !!!
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We can now see that a process in Linux has started...
10. root@roach030172:/boffiles# ps aux
USER PID %CPU %MEM VSZ RSS TTY STAT START TIME COMMAND
root 284 0.1 0.0 0 0 ? SN 07:36 0:00 [jffs2_gcd_mtd3]
root 301 0.0 0.2 6700 1160 ? Ss 07:36 0:00 /usr/shin/sshd
root 311 0.0 0.0 784 192 ? S 07:36 0:00 tcpborphserver
root 318 0.1 0.2 3772 1188 ttyS0O Ss 07:36 0:00 /bin/login -root
319 0.1 0.3 3516 1796 ttyS0 S+ 07:36 0:00 -bash
root 323 0.0 0.0 1632 304 ttyS0 S 07:36 0:00 ./tutl 2009 Aug 14 1140.bof
root 325 4.4 0.5 10000 2672 ? Ss 07:36 0:00 sshd: root@pts/O
root 328 0.8 0.3 3524 1800 pts/0 Ss 07:36 0:00 -bash
root 332 0.0 0.1 2780 996 pts/0 R+ 07:37 0:00 ps aux
root@roach030172:/boffiles#

Notice that PID “230” (yours may be different) is our process. We can now navigate to the
proc directory which contains our software registers.

11. root@roach030172:/boffiles# cd Iproc/230/hwlioregl  #PI chage the PID nuber if different.
12. root@roach030172:/proc/230/hw/ioreg# Is -al
total O

dr-xr-xr-x 2 root root 0 Aug 21 08:00 .

drwxr-xr-x 2 root root 0 Aug 21 08:00 ..

-rw-rw-rw-1 root root 4 Aug 21 08:00 a

-rw-rw-rw-1 root root 4 Aug 21 08:00 b

-rw-rw-rw-1 root root 4 Aug 21 08:00 Counter_ctrll
-r--r--r--1 root root 4 Aug 21 08:00 Counter_value
-r--r--r--1 root root 4 Aug 21 08:00 sum_a b
-rw-rw-rw-1 root root 4 Aug 21 08:00 sys_board_id
-rw-rw-rw-1 root root 4 Aug 21 08:00 sys_clkcounter
-rw-rw-rw-1 root root 4 Aug 21 08:00 sys_rev
-rw-rw-rw-1 root root 4 Aug 21 08:00 sys_rev_rcs
-rw-rw-rw-1 root root 4 Aug 21 08:00 sys_scratchpad
root@roach030172:/proc/230/hw/ioreg#

Now you can see all our software registers. We have a, b, counter_ctrl, counter_value and
sum_a_b as expected. However, in addition, the toolflow has automatically added a few other
registers.

sys_board_id is simply a constant which allows software to identify what hardware platform
is running. For ROACH, this is a constant 0xb00b0O0L1.

sys_clkcounter is a 32-bit counter that increments automatically on every FPGA clock tick.
This allows software to estimate the FPGA's clock rate. Useful for debugging boards with bad clock
inputs.

sys_rev is not yet implemented, but will eventually indicate the revision of the software
toolchain that was used to compile the design

sys_rev_rcs is also not yet implemented, but will eventually indicate the SVN revision of the
CASPER library that was used to compile your design.

sys_scratchpad is simply a read/write software register where you can write a register and
read it back again as a sanity check.
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7 Communicating with your FPGA process in BORPH

The registers contain binary data. To read and represent these on our text-based terminal,
we will use a Linux utility called hexdump, which simply prints out the ASCII representation of hex
values (base-16) in binary files. To write into these files, we'll use Linux's echo utility. Echo does not
support writing hex values, but does support octal (base-8).

COUNTER
Let's start by having a look at our counter value. Since we haven't started it yet, we expect it
to be zero.

1. root@roach030172:/proc/230/hw/ioreg# hd Counter_value
00000000 00000000 |....|

00000004

root@roach030172:/proc/230/hwiioreg#

We notice that the register is indeed 32 bits long and that it contains the value zero. The
column on the left tells us the memory addresses, while the four space separated values on the right
give us the 4 byte (32 bit) value of the software register in hexadecimal. Right now, both registers
report all zeros. According to our Simulink design, we can disable or enable the counter by setting
cnt_en to 0 or 1 respectively.

Let's now start the counter and watch it increment.
2. root@roach030172:/proc/230/hw/ioreg# echo -n -e "\000100010001001" > Counter_ctrll

Here we have told echo not to append a newline character to the end of the line (-n), and
told it to interpret the incoming string's escape characters (\0 specifies octal values). Then we pipe
it's output into counter_ctrl1. Now let's relook at the counter value...

3. root@roach030172:/proc/230/hwlioreg# hd Counter_value
00000000da 1242de |..B|
00000004

4. root@roach030172:/proc/230/hwiioreg# hd Counter_value
00000000dd 32 7c 3¢ |..w.<|
00000004
You can see that the counter is indeed incrementing, and that it is happening very quickly
(remember that it's incrementing by 100 million every second, since the FPGA is running at
100MHz).
Oxdal242de = 14291522 in decimal.
0xdd327c3c = 3711073340 in decimal.

You should see the register values increasing until they reach 2732-1 and then repeat.
Resetting the counter has the desired effect...

5. root@roach030172:/proc/230/hw/ioreg# echo -n -e "\000100010001002 Counter_ctrll
6. root@roach030172:/proc/230/hwiioreg# hd Counter_value

00000000 00 00 00 00 |....|

00000004

root@roach030172:/proc/230/hwiioreg#
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ADDER :
Let's now consider our adder: All registers initialise to zero upon startup, so we'd expect a
and b to be zero now.

7. root@roach030172:/proc/230/hw/ioreg# hd a
00000000 00000000 |....|
00000004

8. root@roach030172:/proc/230/hw/ioreg# hd b
00000000 00 000000 |....|
00000004

Indeed, this is the case. Let's write something in there now and have a look at the output.
Let's add 5 and 12, so we expect 17. We use 0x to indicate hex, 0o for octal and Ob for binary. No
prefix indicates decimal.
05 = 0005 = 0x05
12 = 0014 = 0x0c
17 =0021 = 0x11
Note : Inpu the data as OCTAL by using \O eg \005 for decimal 5 & \014 for 12.

9. root@roach030172:/proc/230/hwiioreg# echo -n -e "\0001000\0001005" > a
10. root@roach030172:/proc/230/hw/ioreg# echo -n -e "\000100010001014" > b
11. root@roach030172:/proc/230/hwiioreg# hd a

00000000 00 0000 05 |....|

00000004

12. root@roach030172:/proc/230/hw/ioreg# hd b
00000000 00 00 00 Oc |....|

00000004

13. root@roach030172:/proc/230/hw/ioreg# hd sum_a_b
00000000 00 00 00 11 |....|

00000004

Note : Inpu the data as HEXADECIMAL by using \x. eg \005 for decimal 5 & \xOc for 12.

14. root@roach030172:/proc/230/hw/ioreg# echo -n -e "\00010001000\x05" > a

15. root@roach030172:/proc/230/hw/ioreg# echo -n -e "\00010001000\x0c"” > b

16. root@roach030172:/proc/230/hw/ioreg# hd a

00000000 00 0000 05 |....|

00000004

17. root@roach030172:/proc/230/hw/ioreg# hd b

00000000 00 00 00 OcC |....|

00000004

18. root@roach030172:/proc/230/hw/ioreg# hd sum_a_b

00000000 00 00 00 11 |....|

00000004

root@roach030172:/proc/230/hw/ioreg#

19. Press CTRL + A and then Q to QUIT from the minicom. Then exit from root.
Great! Exactly as expected.

This shows you a basic view of BORPH and interfacing to the proc files directly from the
ROACH using Linux utilities. This method of accessing the shared memory and registers is good for
quick verification that your design is running and loaded correctly, but for more advanced command,
control and data acquisition, we recommend using the tcpborphserver and KATCP that starts up
automatically when booting ROACH.
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8 PROGRAMMING THE FPGA using KATCP.

KATCP is a process running on the ROACH boards which listens for TCP connections on
port 7147 (tcpborphserver). It talks using machine-parseable ASCII text strings. It was designed this
way so that it is easy to debug by watching the exchange of network traffic, while still being easy to
program clients and servers.

Note : steps 1, 2 & 3 are need not to be done here again .

1. Copy the bof file to be programed which is compiled by you in the directory
“ ” after changing the permissions of the file.
eg. for the bof file

in the area

$ chmod a+x
$ cp

Note : All these cable connections and entries in the /etc/* files of the workshop PCs done.
2. Connect the Ethernet cable to J25 port of the ROACH board from the PCs ethl port. /etc/ethers
file should have mac address and corresponding ip address. In the /etc/network/interfaces file ethl
should be configured. And in the file /etc/hosts ip address and corresponding roach board(host)
name entry to be done.

3. Switch ON the ROACH BOARD.Refer the file * "
for the complete boot procedure of the ROACH BOARDs. But not required for this purpose.

4. From the PC connect to the ROACH via net using the command ;
telnet <ROACH IP assigned> <port #> note : port # is 7147 decided by protocol.
eg. $telnet 192.168.100.72 7147

Trying 192.168.5.251....

Connected to 192.168.5.251.

Escape character is \]'. : To quit from this Press “CTRL" + “I" (‘bracket])

then enter. And then quit from it.

#version poco-0.1

#build-state poco-0.0a271150300

5.?listbof : To see the BORPH (*.bof) files on the ROACH for programming FPGA. PI. notice

that commands are starting with ? in the front. The files below may be different in your PC!
imh_tutla_2011 Jul 18 1439.bof
tutl intro_ise 2011 Jul 13 1555.bof #This is file to be programmed in the FPGA!
tut2_10gbe_2011_Jul_05_1639.bof
tut3_r_spec_2048_r105_2011_Jul_06_1251.bof
tutd_poco_wide 10 r314 2011 Jul 06 1525.bof
tut5_gpu_spec 2011 Jul 06 _1707.bof

llistbof ok 6

6.?progdev <borph file> : This puts the bof program file in the FPGA.
eg. ?progdev

Iprogdev ok 231
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9 Communicating with your FPGA process in KATCP

1. ?listdev

#listdev sum_a b
#listdev b

#listdev a

#listdev Counter_value
#listdev Counter_ctrll
#listdev sys_clkcounter
#listdev sys_scratchpad
#listdev sys_rev_rcs
#listdev sys_rev
#listdev sys_board_id
llistdev ok

Here you can see we have the same list as we had before in BORPH.

Normally, machines using this interface would read and write to these registers using raw
binary numbers using the read or write commands. For manual interaction, there are wordwrite and
wordread commands which do the same with ASCII hex representations of 32-bit values. Let's try
and add two numbers together now.

2. ?2wordwrite a 0 0x02
lwordwrite ok

3. ?wordwrite b 0 0x07
lwordwrite ok

4. ?wordread sum_a_b 0
lwordread ok 0x9

You may be wondering what the extra zero in the arguments is for. This is the index offset. It
is used when writing to blocks of memory, rather than software registers. For example, if you wanted
to write a single 32 bit number into a 1GB DRAM memory chunk, at address 0x12808, you would
say ? wordwrite <my_dram> 0x12808 <my_value>.

As you can see, the same FPGA functions that are available in BORPH are accessible
through KATCP, with the difference that it can be configured remotely over a TCP network stream.

10 Conclusion :

This concludes Tutorial 1. You have learnt how to constuct a simple Simulink design,
transfer the files to a ROACH board and interact with it using BORPH and KATCP.
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